Topology - Based Isosurface Representation

by

Maja Grintal

Guided Research: Final Report
supervised by: Prof. Dr. Lars Linsen

in the
School of Engineering and Science
Computer Science

May 2009
A lot of visualization of scalar fields can come down to the extraction and rendering of isosurface. Isosurfaces may be used for representing volumetric data for visualizing fluid flow in computational fluid dynamics. They are widely used in medical imaging, allowing the visualization of internal organs, bones or other structures. Many large data sets have to be visualized interactively as required by many applications such as computer aided surgery or scientific visualization.

Marching cubes algorithm plays an important role in isosurface extraction and is used most widely due to simpleness and efficiency. However when the isovalue is changed slightly, the entire algorithm is executed again, although only minor changes occurred to the isosurface. The isosurface extraction may be simply too slow in order to be able to change the isovalue interactively. This project concentrates on investigating effective way to do this interactively reducing the computational cost.
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Introduction

1.1 About

Volumetric data is used in many disciplines such as biomedical science, computer graphics, and visualization. Visualization of such data is important to understand their geometrical properties. There are many ways of visualizing volumetric data. Isosurface representation is the most common one. Isosurface (3-D contour surface) is a surface that represents points of a constant value (e.g. pressure, temperature, velocity, density) within a volume of space. In other words is a level set of a continuous function whose domain is 3D-space. Many methods for generating isosurface have been reported. Most of these generate an isosurface as an approximated polyhedron composed of small triangles. One of the well-known methods for generating isosurfaces is the marching cubes (MC) method. The MC method tessellates the space into small cubic cells and generates triangle patches in the cells that intersect boundary surfaces.

This guided research is focused on finding an appropriate solution for representing the isosurface, when the isovalue is changed only slightly without executing the MC algorithm again. Furthermore exploring different ways for appropriate representation of the isosurface. Also the coherence of isosurfaces is being exploited to store a whole set of isosurfaces in one representation.

1.2 Related Work

For visualization of volume data one of the most common and useful tool is isosurface extraction. In the last years, the resolution of volumetric data sets has been increasing dramatically. This applies to typical measurement data arising e.g. in medical imaging
as well as to output of large-scale numerical simulations. Very, often, an isosurface, represented as a triangle mesh, is extracted in a preprocessing step. This can be very time-consuming when standard marching algorithms are used. Therefore, a variety of methods have been designed to speed up the extraction step [7,8], or to limit it to visible triangles [10, 11]. A lot of research is done in optimizing these algorithms. The original MC method was introduced by Lorensen and Cline[9]. [2] Several authors have proposed extensions with the aim of generating consistent and topologically correct isosurfaces.


However, there is not much research done in the field how to model the changes in topology if the isovale is slightly change. We want to find a way how to model the new isosurface without executing MC algorithm again, but rather by finding a correspondence between isosurfaces.
2

Work Documentation

2.1 Modeling

The initial Isosurface is rendered using Marching Cubes (MC) Algorithm. The MC method tessellates the space into small cubic cells and generates triangle patches in the cells that intersect boundary surfaces. For implementation of the Marching cube algorithm an open source code by Cory Bloyd is used.[4]. For the isosurface generation three different datasets can be used, which are visualized as a sphere, a wave function and two intersecting cylinders. See figure.

![Image of 3 different data sets](image_url)

Figure 2.1: The 3 Different Data Sets used

OpenGL is used to visualize the isosurface and to respond to user interactions at any time. Both the wireframe and the solid mode of the structure can be used to help us investigating the new structure.
2.2 Isosurface Correspondence

When the isovalue is changed for a small amount the isosurface will change only slightly or not at all. It may happen that when changing the isovalue the isosurface is only expanding or shrinking.

After executing the Marching Cubes algorithm we store the whole structure all triangles that are connected in a global structure. When changing the isovalue for each point of the triangles a corresponding point from a second isosurface is found. This is done so that for each point of the first isosurface we measure the smallest distance to a point in the second configuration. Since the triangle connection is saved we use the same configuration but with the new corresponding points to connect the new isosurface.

In the figure 2.2 we can see the initial isosurface for maximal isovalue(points concentrated in the middle) and in figure 2.3 the isosurface that we get by corresponding triangles for almost minimal isovalue. As we see the topology is not changed. The number of triangles used in the first isosurface is the same as the number of triangles in the last. This is used directly if the number of points found from first generation of the isosurface and the number of points found in the second generation does not change. If there are more points for the second isosurface generation, we continue with further investigation.

Figure 2.2: maximum isovalue

Figure 2.3: minimum isovalue
2.3 Investigation

As mentioned before as the isovalue changes the topology of the isosurface may change also. Because we are interested in only small changes of the isovalue we do not immediately observe very drastic changes in topology. We want to represent the new isosurface from the previous configuration. We need to investigate two different ways. Whether there are more points in the new configuration than the previous or whether there are less. In the first case points and triangles should be inserted in order to get the correct structure, in the second case two or more points correspond to one point in the second configuration which means that some of the existing triangles should be deleted. For the first part we disregard critical points and/or regions. The methods investigated for finding the correct most appropriate connection between the new triangles are discussed in the 2.5 Methods Investigated section.

2.4 Determining Points

In section 2.2 Isosurface Correspondance we discussed how to find the corresponding triangles for the second isosurface from the previous configuration. To determine whether and where the new points should be inserted we look in the triangles from the second isosurface. One approach that we looked into was finding the longest edge of the new triangle, taking the middle point of it and finding the closest point to the middle one. However this is not a good approach since the longest edge may actually return a vertex of the triangle instead of determining the new point which exists and is closer to other edge from outer side.

Better way which gives us correct results is using the centroid of the triangle. Namely for each of the triangles of the second isosurface we search for the closest point from second configuration to the centroid of that triangle.

If the found point is same as any of the vertices of the triangle, we can conclude that the same connection between points can be used, so we keep the same triangle. If the found point is different from any vertex of the triangle that we are looking into, we will need to include that point in the new configuration, making new triangles and deleting the old one. In section 2.5 Methods Investigated we discuss different possibilities problems and the main challenge of finding the new connection of the triangles.
2.5 Methods Investigated

2.5.1 Method

2.5.1.1 Description

When we find the closest point of the second isosurface to our triangle, we need to insert new triangles. One method is dividing the triangle that we already have in 3 different triangles. These 3 triangles we get so that we connect each two vertices of the triangle together with the new point.

2.5.1.2 Problem

The main problem in this approach is that the initial edges of the triangle we are working on never get divided. So when the structure is growing we can observe the long edges that are preserved all the time when changing the iso-value. Basically those edges correspond to the very first triangle that was generated by MC algorithm and then propagated by the corresponding points every time the iso-value is changed.

From the figure 2.4 we can observe that all points were correctly determined, however looking into the wireframe of the same object, figure 2.5, constructed according to this method we notice the long edges that are preserved. This method does not give us very smooth structure.

![Figure 2.4: 3 triangle division approach: solid Isovalue 500](image1)

![Figure 2.5: 3 triangle division approach: wire Isovalue: 500](image2)
2.5.2 Method

2.5.2.1 Description

The second method investigated was dividing each triangle in two other triangles. First of all when finding the closest point to the triangle we look which edge of that triangle is closest to the new point. This is done so that we compare distances from the middle points of the edge to the new point. After determining the edge we divide the current triangle in 2 new triangles, so that we connect the opposite vertex to the edge, to the new point and to one vertex of the edge. Because we actually deleted one edge, we need to search for a neighboring triangle who shares that edge to divide it also into two triangles. This is visualized in figure 2.6.

![Figure 2.6: Connecting Triangles: Neighboring Triangle Approach](image)

2.5.2.2 Problem

The problem with this method is that it is possible to get some kind of hills that appear if two triangles are neighbors, but both have different closest point to a different closest edge. They are connected with the closest points and with other neighboring triangles. In figure 2.7 the region that may occur in this case is highlighted with the red line.

2.5.3 Method

2.5.4 Description

Combination of these two methods produses the most correct results. This final method is discussed in section 2.6 Connection of Triangles.
Figure 2.7: Neighboring Triangle Approach Problem. Two neighboring triangles connected with 2 different new points, forming kind of hill between them.

2.6 Connection of Triangles

The algorithm that we came up with for determining good connection between triangles is based on the previous methods discussed above in section 2.5 Methods Investigated.

2.6.1 Isosurface Expanding

By Isosurface expansion we mean that the isosurface that needs to be modeled has more points than the previous one. For each triangle that we have from the second isosurface we check whether there is a point that needs to be inserted. We determine new points as discussed in section 2.4 Determining Points. We start looking into all triangles from the second isosurface found by the correspondence of points. For the closest point to a triangle we check whether is the same as any of the vertices of the triangles. If the point is a vertex we keep the same triangle, if it is different we need to include that point in our configuration. A triangle that needs to be divided I am gonna call it critical. First we divide all critical triangles in 3 parts as described in 2.5.1.1 Description. All new constructed triangles we save it in other structure.

Then when finishing with the first division we continue with the newly constructed triangles. Basically for all those triangles we search whether the neighboring triangle was divided or not, i.e. it is saved in the same structure or not. If there is not neighboring
triangle being divided we put the old triangle, namely the triangle from the first division, in our structure.

If a neighbor was found first we check whether the distance of the edge that the two triangles share is longer than the distance of the opposite vertices of both triangles. If it is longer we connect the two vertices opposite of the found edge forming 2 new triangles. The new triangles consist of vertex of first triangle opposite the edge, first vertex of edge and second vertex of the other triangle. Same for the other triangle with the second vertex of the edge that they are sharing. In figure 2.8 the triangles with red are the new triangles that are connected in other way. And the rest are preserved.

![Connecting Triangles: Final Approach](image)

**Figure 2.8: Connecting Triangles: Final Approach**

So instead of putting the old two triangles in our structure we put the new two. We do not have more triangles, just the connection changes. This is done to prevent in a way forming of very long edges. The way that we are gonna change the connection is more intuitive since the isosurface tends to expand.

### 2.6.2 Isosurface Shrinking

The shrinking of isosurface basically represents movement from larger isosurface to smaller one. Mainly there are more points in the first isosurface than in the second one. That would suggest that two or more points of the first isosurface correspond to same point in the second one. Some of the triangles from the first isosurface will be lost in the representation of the second.
First for all the triangles we find the corresponding points in the second isosurface. For the triangles in the second isosurface we check whether the values of at least two vertices are the same. If we find that two vertices from a triangle collapse to the same point we can conclude that that triangle will not exist in the second isosurface so we neglect that one.

2.7 Datastructure

The main idea behind exploring the coherence of the isosurfaces was to help us store the whole set of isosurfaces in one representation. Everything will be precomputed and then directly an isosurface for specific isovalue will be displayed.

When running the algorithm on large set of isov values, for example 900, we decide which triangle belongs to which isovalue. We have saved the structure as triangle, range, where the range consist of two integers. The first integer is the value of the isovalue when a triangle appeared for the first time in some of the isosurfaces, and the second one is the value of the last isovalue when the triangle appeared for the last time in an isosurface.

In this way we save the connection of triangles with the beginning points when the triangle was seen for the first time. Later when an isovalue is inserted we can directly display the triangles for which the isovalue belongs in their range. We need to do just a correspondence of triangles to find the new values of the isosurface that we need to display. This is quite efficient because instead of storing 1000ands of triangles for many isosurfaces we actually store very small number. The correct values of the points of the triangles for each different isovalue are not stored. The values that are stored in our structure are the values of the points from the first isosurface where the triangle appeared for the first time.

To find the correct values of the vertices for each triangle one needs to find correspondence of points. One needs to be careful when searching for the correspondence of the triangles since when many points are inserted it may happen that we don’t get the correct point that we wanted but another point with a smaller distance. This can be resolved in different ways. Whether searching in some intervals or going step by step changing the values of the triangle.
Evaluation

3.1 Testing and Discussion of Results

The primary testing was done on the first data set, the sphere. This was used because it is quite intuitive, meaning the isosurface expands for which we needed the testing in first place. The initial structure has very few triangles and as the isovalue changes the structure becomes more alike a sphere adding new points and constructing new triangles all the time.

First the correspondence of the points was tested which gave us correct results all the time. In the figures ?? and ?? we can see the result from starting with a very few triangles for a large iso value to a very minimal iso value.

Second part of testing included testing of determining new points. Our method of doing so, gave us very correct results. The points that lie on the second isosurface and need to be inserted were always found. We have done a comparison between the MC algorithm and our method and we can notice that our algorithm gives correct results for finding new points. The Marching Cubes ?? algorithm was directly executed for an iso value of 324. And our algorithm started with iso value of 970 going to 324 3.2 with a change of the value of -2. We can see the different connection and the points being inserted. One can notice that all the points are correctly determined.

Starting with a maximal iso value of 970 going to the minimal 24 we can notice that we get quite good results. However sometimes happen that we get “hills” in our structure. As more and more points are being inserted probably we get some small errors in our structure. For example foriso value of 100 we can get the hill shown in figure 3.3
In the next figures 3.4 and 3.5 some of the snapshots for different isovalues can be seen. We can observe the newly formed structure for a range of 900 different isovalues. We can conclude that the structure for the new approach is quite accurate for a great range of isovalues, still when inserting more and more points there can be some small errors that need to be resolved in other way.
Figure 3.4: Isovalue 970 and Isovalue 420

Figure 3.5: Isovalue 230 and Isovalue 64
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Future Work

4.1 Further Improvements

4.1.1 Implementation Improvements

The implementation for storing the whole structure can be improved in different ways. Right now after storing the whole structure only the values of the vertices when the triangle appears for the first time are stored. However when finding correspondence for points it may happen that a triangle’s connection appeared for the first time for very large iso-value and also appeared in very small iso-value. That would mean that we have great distance between the values of the vertices. If we do only correspondane of points in one step then it is quite obvious that we can get wrong points as the closest one. This issue can be solved in a way wheather we can keep instead of the initial values when the triangle appears, a value somewhere in the middle. This would give more accurate results. Also we can have an approach of finding the new values in 2 or 3 steps, such that we take intervals between the start iso-value of the triangle. We compute the new values of the vertices for an iso-value approximately one third in the range and then once again for two thirds. For example if the triangle is in range of 900 - 300, and we want to display isosurface for iso-value at 350, we find correspondence of points from 900 to 700, 700 to 500 and then to 350.

4.1.2 Future Research

This implementation focuses on very small change in the isosurface. However it may happen that there exist critical points and regions. In this case the topology of the isosurface changes. This research can be continued in examining the behavior at these
regions. In a $C^2$-continuous function $\nabla f$, critical points occur where the gradient $f$ vanishes, i.e., where $\nabla f = 0$. By considering the definitions from calculus, it is possible to classify a point by considering its neighborhood. [1] Any given position of data set can be determined by considering a small neighbor around it. There are three types of critical points that are needed to be consider:

- at a local minimum a closed component is created
- at a saddle the genus of an isosurface changes, or components separate/merge
- at a local maximum a closed surface component vanishes

For localized minimum/maximum the minimum/maximum is surrounded by larger/smaller values. At a saddle either holes will appear/disappear or surface components separate or merge at a point or along a region.
Conclusion

With our research we tried to develop a completely new way of representing isosurfaces. The algorithm that we came up with is quite efficient and at the end only small number of triangles for a large dataset of isosurfaces can be stored. This can find great use in practice especially in the field of biomedical visualization as well as graphics and visualization. With further improvements this can be very efficient way of saving isosurfaces in precomputation step, and in representing them without doing all computation done with the marching cube algorithm.
Bibliography


[4] Marching Cubes Example Program by Cory Bloyd


